## 61A Lecture 10

## Wednesday, September 21
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## Representing language:

""י"O! methinks how slow
This old moon wanes; she lingers my desires ,
Like to a step dame, or a dowager
Long withering out a young man's revenue."'"'

## Strings are an Abstraction

Representing data:
'200'
'1.2e-5'
'False'
'(1, 2)'

## Representing language:

""'י"0! methinks how slow
This old moon wanes; she lingers my desires ,
Like to a step dame, or a dowager
Long withering out a young man's revenue."'""

Representing programs:
'curry = lambda f: lambda x: lambda y: f(x, y)'

## Representing Strings: the ASCII Standard

American Standard Code for Information Interchange

| 0 | ASCII Code Chart |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | A | B | C | D | E | F |
|  | NUL | SOH | STX | ETX | EOT | ENQ | ACK | BEL | BS | HT | LF | VT | FF | CR | SO | SI |
| 1 | DLE | DC1 | DC2 | DC3 | DC4 | NAK | SYN | ETB | CAN | EM | SUB | ESC | FS | GS | RS | US |
| 2 |  | ! | " | \# | \$ | \% | \& | ' | $($ | ) | * | + | , | - | - | / |
| 3 | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | : | ; | < | = | > | ? |
| 4 | @ | A | B | C | D | E | F | G | H | I | J | K | L | M | N | 0 |
| 5 | P | Q | R | S | T | U | V | W | X | Y | Z | [ | $\backslash$ | ] | $\wedge$ | - |
| 6 | , | a | b | c | d | e | f | g | h | i | j | k | 1 | m | n | 0 |
| 7 | p | q | r | s | t | u | v | w | x | y | z | \{ | \| | \} | $\sim$ | DEL |

## Representing Strings: the ASCII Standard

American Standard Code for Information Interchange

|  |  |  |  |  |  |  |  | CII |  |  | art |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | A | B | C | D | E | F |
|  | 0 | NUL | SOH | STX | ETX | EOT | ENQ | ACK | BEL | BS | HT | LF | VT | FF | CR | S0 | SI |
|  | 1 | DLE | DC1 | DC2 | DC3 | DC4 | NAK | SYN | ETB | CAN | EM | SUB | ESC | FS | GS | RS | US |
|  | 2 |  | ! | " | \# | \$ | \% | \& | , | $($ | ) | * | + | , | - | . | 1 |
| $\pm$ | 3 | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | : | ; | < | = | $>$ | ? |
| - | 4 | @ | A | B | C | D | E | F | G | H | I | J | K | L | M | N | 0 |
| m | 5 | P | Q | R | S | T | U | V | W | X | Y | Z | [ | $\backslash$ | ] | $\wedge$ | - |
|  | 6 |  | a | b | C | d | e | $f$ | g | h | i | j | k | 1 | m | n | 0 |
|  | 7 | p | 9 | r | s | t | u | v | W | x | y | z | \{ | \\| | \} | $\sim$ | DEL |
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## Representing Strings: the ASCII Standard

American Standard Code for Information Interchange

|  |  |  |  |  |  |  |  | CI |  |  | art |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | A | B | C | D | E | F |
|  | 0 | NUL | SOH | STX | ETX | EOT | ENQ | ACK | BEL | BS | HT | LF | VT | FF | CR | SO | SI |
|  | 1 | DLE | DC1 | DC2 | DC3 | DC4 | NAK | SYN | ETB | CAN | EM | SUB | ESC | FS | GS | RS | US |
|  | 2 |  | ! | " | \# | \$ | \% | \& | ' | $($ | ) | * | + | , | - | $\cdot$ | 1 |
| $\pm$ | 3 | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | : | ; | < | = | > | ? |
| - | 4 | @ | A | B | C | D | E | F | G | H | I | J | K | L | M | N | 0 |
| m | 5 | P | Q | R | S | T | U | V | W | X | Y | Z | [ | \} | ] | $\wedge$ | - |
|  | 6 |  | a | b | c | d | e | $f$ | g | h | i | j | k | 1 | m | n | 0 |
|  | 7 | p | 9 | r | S | t | u | v | W | X | y | z | \{ | \| | \} | $\sim$ | DEL |
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## Representing Strings: the ASCII Standard

American Standard Code for Information Interchange

|  |  |  |  |  |  |  |  | CII | C | de C | art |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | A | B | C | D | E | F |
|  | 0 | NUL | SOH | STX | ETX | EOT | ENQ | ACK | BEL | BS | HT | LF | VT | FF | CR | SO | SI |
|  | 1 | DLE | DC1 | DC2 | DC3 | DC4 | NAK | SYN | ETB | CAN | EM | SUB | ESC | FS | GS | RS | US |
|  | 2 |  | ! | " | \# | \$ | \% | \& | ' | $($ | ) | * | + | , | - | - | / |
| $\pm$ | 3 | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | : | ; | < | = | > | ? |
| - | 4 | @ | A | B | C | D | E | F | G | H | I | J | K | L | M | N | 0 |
|  | 5 | P | Q | R | S | T | U | V | W | X | Y | Z | [ | $\backslash$ | ] | $\wedge$ | - |
|  | 6 | , | a | b | c | d | e | $f$ | g | h | i | j | k | 1 | m | n | 0 |
|  | 7 | p | q | r | s | t | u | v | W | x | y | z | \{ | \| | \} | $\sim$ | DEL |
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## Representing Strings: the Unicode Standard

## Representing Strings：the Unicode Standard

| $\begin{aligned} & \text { 学 } \\ & \text { 首 } \end{aligned}$ <br> 8071 | 声無 <br> 8072 |  | $\begin{gathered} \text { H而 } \\ 8074 \end{gathered}$ | 甘貴 | 耳耳 <br> 8076 | $\begin{gathered} \text { H部 } \\ 8077 \end{gathered}$ | $\begin{gathered} \text { H唐 } \\ 8078 \end{gathered}$ |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 建 | 㫜 |  | $A 5$ |  |  | 必呂 | $8 \frac{\square}{7 y}$ |
| 朁 <br> 8271 |  | 丰向 <br> 8273 | 带百 <br> 8274 | 并向 | $\frac{\text { 曲白巴 }}{8276}$ | $\begin{gathered} \text { 豐点巴 } \\ 8277 \end{gathered}$ | $\begin{gathered} 44 \\ 8278 \end{gathered}$ |
|  |  |  | 持 <br> 8374 | $\begin{gathered} \text { H } \\ \text { 岕 } \\ 8375 \end{gathered}$ |  <br> 8376 | $\underset{\square}{\square}$ | $\underset{8378}{\stackrel{7}{5}}$ |
| 㤂 | 占 | $\begin{aligned} & \text { 桜 } \\ & \text { 交 } \end{aligned}$ | 少 |  | $\xrightarrow[\square]{\stackrel{15}{7}}$ | $\begin{aligned} & \text { 真 } \\ & \hline \end{aligned}$ |  |

http：／／ian－albert．com／unicode＿chart／unichart－chinese．jpg

## Representing Strings：the Unicode Standard

－109，000 characters

| 幀 <br> 8071 |  | $\frac{\text { 冹 }}{8073}$ | $\begin{gathered} \text { H而 } \\ 8074 \end{gathered}$ | $\begin{gathered} \text { H步 } \\ 8075 \\ \hline 1 / 2 \end{gathered}$ | 其 | 甘部 <br> 8077 | $\begin{gathered} \text { H信 } \\ 8078 \end{gathered}$ |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| \|建 | 㭷 |  |  |  |  | 腰 |  |
| 817 | 817 | 817 | 8174 | 8175 | 8176 | 8177 | 817 |
|  | 保 | 丰向 | 册们 | 开向 | $\frac{\text { 曲化豆巴 }}{8276}$ | $\begin{gathered} \text { 豐负巴 } \\ 8277 \\ \hline \end{gathered}$ | $\underset{8278}{4}$ |
| 8371 |  |  | 8374 | $\begin{gathered} \text { 卢 } \\ \text { ぶ } \\ 8375 \end{gathered}$ |  <br> 8376 | $\underset{\square}{\square H}$ | $\xrightarrow[\substack{\text { IT78 }}]{\stackrel{\text { I }}{\boldsymbol{J}}}$ |
| 忩 | $\stackrel{+1}{7}$ | 南 | 品 |  | $\xrightarrow{\text { 年 }}$ | $\xrightarrow[\text { 咱 }]{\substack{1}}$ |  |

http：／／ian－albert．com／unicode＿chart／unichart－chinese．jpg

## Representing Strings：the Unicode Standard

－109，000 characters
－ 93 scripts（organized）

| 㢸 <br> 8071 | $\frac{\text { 声 }}{\text { 等 }}$ | $\frac{\text { 资 }}{\text { 年 }}$ | $\begin{gathered} \text { H而 } \\ 8074 \end{gathered}$ | 甘步 | 其 <br> 8076 | $\begin{gathered} \text { H立 } \\ 8077 \end{gathered}$ |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | 淠 |  |  | 昍 <br> 8175 | 昨知 | 丹㽞 | 丹易 |
| $\begin{aligned} & \text { 是化 } \\ & 8271 \end{aligned}$ |  | 丰向 | 井出 | 并向 | $\frac{\text { 曲白巴 }}{8276}$ | $\frac{\text { 峰咅巴 }}{8277}$ |  |
|  |  |  | 持 <br> 8374 | $\begin{gathered} \text { 尔 } \\ \text { 兑 } \\ 8375 \end{gathered}$ |  <br> 8376 | 保 | $\xrightarrow[5]{\stackrel{\text { I上 }}{5}}$ <br> 8378 |
| 㤂 | 宊 | $\frac{\text { 上交 }}{\text { 友 }}$ | $\begin{aligned} & \text { +苛 } \\ & \hline \text { 右 } \end{aligned}$ |  | $\stackrel{\text { I }}{\stackrel{1}{\square}}$ | 真 | 只 |
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## Representing Strings：the Unicode Standard

－109，000 characters
－ 93 scripts（organized）
－Enumeration of character properties，such as case

|  <br> 8071 | 聖 <br> 8072 | $\begin{gathered} \text { 薙 } \\ \text { 8073 } \end{gathered}$ | $\begin{gathered} \text { H而 } \\ 8074 \end{gathered}$ | H貴 | 且目 <br> 8076 | 日部 <br> 8077 | $\begin{gathered} \text { H㢇 } \\ 8078 \end{gathered}$ |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 湕 | 腰 | 除 | 円 | 时叹 |  | 时吕 |  |
| 8171 | 8172 | 73 | 8174 | 8175 | 8176 | 8177 | 8178 |
| 异苃 <br> 8271 |  | 丰向 | 曲年 | 并任 | $\begin{gathered} \text { 曲豆巴 } \\ 8276 \end{gathered}$ |  | 8278 |
| 声 <br> 8371 |  |  | 持 <br> 8374 | $\begin{gathered} \text { H } \\ \text { 出 } \\ 8375 \end{gathered}$ |  <br> 8376 | 伿 | $\xrightarrow[8378]{\lessgtr}$ |
| 条 | 占 |  | 㘳 |  | $\xrightarrow[{\xrightarrow[7]{\sqrt{2}}}]{\sqrt{2}}$ |  | 古 |
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－Supports bidirectional display order

|  <br> 8071 | 聖 <br> 8072 | $\begin{gathered} \text { 薙 } \\ \text { 8073 } \end{gathered}$ | $\begin{gathered} \text { H而 } \\ 8074 \end{gathered}$ | H貴 | 且目 <br> 8076 | 日部 <br> 8077 | $\begin{gathered} \text { H㢇 } \\ 8078 \end{gathered}$ |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 湕 | 腰 | 除 | 円 | 时叹 |  | 时吕 |  |
| 8171 | 8172 | 73 | 8174 | 8175 | 8176 | 8177 | 8178 |
| 异苃 <br> 8271 |  | 丰向 | 曲年 | 并任 | $\begin{gathered} \text { 曲豆巴 } \\ 8276 \end{gathered}$ |  | 8278 |
| 声 <br> 8371 |  |  | 持 <br> 8374 | $\begin{gathered} \text { H } \\ \text { 出 } \\ 8375 \end{gathered}$ |  <br> 8376 | 伿 | $\xrightarrow[8378]{\lessgtr}$ |
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## Representing Strings：the Unicode Standard

－109，000 characters
－ 93 scripts（organized）
－Enumeration of character properties，such as case
－Supports bidirectional display order
－ 32 bits per character number

|  | 䇯 |  |  |  | 嘪 | 聶 | 職 |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 健 | 服 | 焀 |  | 寿 | 腵 | 股 | 腷 |  |
| 酿 | 色 | 艳 |  | 色 | 艵 | 獭色 | 僼色 |  |
| 岑 | 荲 | 吉 |  | 吴 | 芯 | 䎆 | 荷 |  |
|  |  | 城 |  | 蔮 |  |  |  |  |
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## Representing Strings：the Unicode Standard

－109，000 characters
－ 93 scripts（organized）
－Enumeration of character properties，such as case
－Supports bidirectional display order
－ 32 bits per character number
－A canonical name for every character

| 第 | 掔 | 管 | 聴 | 聵 | 聶 | 職 | 焀 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 健 | 腲 | 腳 | 胜 | 腵 | 腶 | 腷 |  |
|  |  |  |  |  |  |  |  |
| 䀶 | 色 | 艳 | 軣 | 艵 | 艶 | 艷 | 㞨 |
| 芼 | 堇 | 豆 | 获 |  | 苓 | 荷 |  |
| 毛 |  |  |  |  |  |  |  |
| 荌 | 㫤 | 葳 | 葴 | 葵 | 葶 | 荤 |  |
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## Representing Strings：the Unicode Standard

－109，000 characters
－ 93 scripts（organized）
－Enumeration of character properties，such as case
－Supports bidirectional display order
－ 32 bits per character number
－A canonical name for every character

| 㛑 | 棨 | 翠 | 聴 | 聵 | 聶 | 職 | 焀 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 健 | 腲 | 腳 | 胜 | 腵 | 腶 | 腷 |  |
|  |  |  |  |  |  |  |  |
| 䀶 | 色 | 艳 | 費 | 艵 | 艶 | 艷 | 色 |
| 芼 | 荲 | 堂 | 荚 | 密 | 落 | 荷 |  |
| 苞 |  | m | ma | 蒔 |  |  |  |

http：／／ian－albert．com／unicode＿chart／unichart－chinese．jpg
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## Representing Strings：the Unicode Standard

－109，000 characters
－ 93 scripts（organized）
－Enumeration of character properties，such as case
－Supports bidirectional display order
－ 32 bits per character number
－A canonical name for every character

U＋0058 LATIN CAPITAL LETTER X U＋263a WHITE SMILING FACE

| 第 | 掔 | 管 | 聴 | 聵 | 聶 | 職 | 焀 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 健 | 腲 | 腳 | 胜 | 腵 | 腶 | 腷 |  |
|  |  |  |  |  |  |  |  |
| 䀶 | 色 | 艳 | 軣 | 艵 | 艶 | 艷 | 㞨 |
| 芼 | 堇 | 豆 | 获 |  | 苓 | 荷 |  |
| 毛 |  |  |  |  |  |  |  |
| 荌 | 㫤 | 葳 | 葴 | 葵 | 葶 | 荤 |  |
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## Representing Strings：the Unicode Standard

－109，000 characters
－ 93 scripts（organized）
－Enumeration of character properties，such as case
－Supports bidirectional display order
－ 32 bits per character number
－A canonical name for every character

U＋0058 LATIN CAPITAL LETTER X<br>U＋263a WHITE SMILING FACE<br>U＋2639 WHITE FROWNING FACE

| 第 | 掔 | 管 | 聴 | 聵 | 聶 | 職 | 焀 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 健 | 腲 | 腳 | 胜 | 腵 | 腶 | 腷 |  |
|  |  |  |  |  |  |  |  |
| 䀶 | 色 | 艳 | 軣 | 艵 | 艶 | 艷 | 㞨 |
| 芼 | 堇 | 豆 | 获 |  | 苓 | 荷 |  |
| 毛 |  |  |  |  |  |  |  |
| 荌 | 㫤 | 葳 | 葴 | 葵 | 葶 | 荤 |  |
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## Representing Strings：the Unicode Standard

－109，000 characters
－ 93 scripts（organized）
－Enumeration of character properties，such as case
－Supports bidirectional display order
－ 32 bits per character number
－A canonical name for every character

U＋0058 LATIN CAPITAL LETTER X

U＋263a WHITE SMILING FACE

U＋2639 WHITE FROWNING FACE

| 第 | 掔 | 管 | 聴 | 聵 | 聶 | 職 | 焀 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 健 | 腲 | 腳 | 胜 | 腵 | 腶 | 腷 |  |
|  |  |  |  |  |  |  |  |
| 䀶 | 色 | 艳 | 軣 | 艵 | 艶 | 艷 | 㞨 |
| 芼 | 堇 | 豆 | 获 |  | 苓 | 荷 |  |
| 毛 |  |  |  |  |  |  |  |
| 荌 | 㫤 | 葳 | 葴 | 葵 | 葶 | 荤 |  |
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## Representing Strings：the Unicode Standard

－109，000 characters
－ 93 scripts（organized）
－Enumeration of character properties，such as case
－Supports bidirectional display order
－ 32 bits per character number
－A canonical name for every character

U＋0058 LATIN CAPITAL LETTER X
U＋263a WHITE SMILING FACE

U＋2639 WHITE FROWNING FACE

| 第 | 掔 | 管 | 聴 | 聵 | 聶 | 職 | 焀 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 健 | 腲 | 腳 | 胜 | 腵 | 腶 | 腷 |  |
|  |  |  |  |  |  |  |  |
| 䀶 | 色 | 艳 | 軣 | 艵 | 艶 | 艷 | 㞨 |
| 芼 | 堇 | 豆 | 获 |  | 苓 | 荷 |  |
| 毛 |  |  |  |  |  |  |  |
| 荌 | 㫤 | 葳 | 葴 | 葵 | 葶 | 荤 |  |
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## Representing Strings：the Unicode Standard

－109，000 characters
－ 93 scripts（organized）
－Enumeration of character properties，such as case
－Supports bidirectional display order
－ 32 bits per character number
－A canonical name for every character

U＋0058 LATIN CAPITAL LETTER X
U＋263a WHITE SMILING FACE

U＋2639 WHITE FROWNING FACE

| 㛑 | 棨 | 翠 | 聴 | 聵 | 聶 | 職 | 焀 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 健 | 腲 | 腳 | 胜 | 腵 | 腶 | 腷 |  |
|  |  |  |  |  |  |  |  |
| 䀶 | 色 | 艳 | 費 | 艵 | 艶 | 艷 | 色 |
| 芼 | 荲 | 堂 | 荚 | 密 | 落 | 荷 |  |
| 苞 |  | m | ma | 蒔 |  |  |  |
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Unicode: Correspondence between characters and 32 bit numbers
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## String Coercion

Any object can be "coerced" into a string.
Coercion doesn't change an object; it produces a corresponding object of a different type.

```
>>> digits
(1, 8, 2, 8)
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```
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## Generator Expressions

One large expression that evaluates to an iterable object

```
(<map exp> for <name> in <iter exp> if <filter exp>)
```

- Evaluates to an iterable object.
- <iter exp> is evaluated when the generator expression is evaluated.
- Remaining expressions are evaluated when elements are accessed
(<map exp> for <name> in <iter exp>)

Precise evaluation rule introduced in Chapter 4.
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