## 61A Lecture 20

Friday, October 14
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```
def fib(n):
    if n == 1:
        return 0
        if n == 2:
        return 1
```



## Tree Recursion

Tree-shaped processes arise whenever executing the body of a function entails making more than one call to that function.

```
    n: 1, 2, 3, 4, 5, 6, 7, 8, 9, ... ,
def fib(n):
    if n == 1:
        return 0
        if n == 2:
        return 1
        return fib(n-2) + fib(n-1)
```

    35
    fib(n): 0, 1, 1, 2, 3, 5, 8, 13, 21, ... , 5,702,887
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Which environment frames do we need to keep during evaluation?
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Values and frames referenced by active environments are kept.
Memory used for other values \& frames can be reclaimed.

## Active environments:

- The environment for the current expression being evaluated
- All environments for expressions that depend upon the value of the current expression
- All environments associated with values referenced by active environments
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