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## Logo Refresher

Data types: Words and sentences (immutable sequences)
Syntactic forms: Call expressions, literals, and to-statements

```
?print:sum: 10difference:7 3
14
? run [print sum 1 2]
3
? to double :x
> output sum :x :x
> end
? print double 4
8
```
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```
['run', ['print', 'sum', '1', '2']]
```

A line of
Logo code
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? print 1 print 2
1
2
logo_eval
first call
second call

Argument
[ >> print, 1, print, 2 ]
[ print, $1 \gg$ print, 2 ]

## Effect

prints 1, returns None
prints 2 , returns None
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$$
\text { [ print >> } 2 \text { ] }
$$
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```
class Procedure():
    def __init__(self, name, arg_count, body, isprimitive=False,
                        needs_env=False, formal_params=None):
        self.name = name
        self.arg_count = arg_count
        self.body = body
        self.isprimitive = isprimitive
        self.needs_env = needs_env
        self.formal_params = formal_params
def logo_apply(proc, args):
    """Apply a Logo procedure to a list of arguments."""
    if proc.isprimitive:
        return proc.body(*args)
    else:
        """Apply a user-defined procedure"""
```
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```
apply[fn;x;a] =
    [atom[fn] - [eq[fn;CAR] - caar[x];
                eq[fn;CDR] - cdar[x];
                eq[fn;CONS] - cons[car[x];cadr[x]];
                eq[fn;ATOM] - atom[car[x]];
                    eq[fn;EQ] - eq[car[x];cadr[x]];
                        T -apply[eval[fn;a];x;a]];
eq[car[fn];LAMBDA] - eval[caddr[fn];pairlis[cadr[fn];x;a]];
eq[car[fn];LABEL] - apply[caddr[fn];:;cons[cons[cadr[fn];
                                    caddr[fn];a]]]
eval[e;a] = [atom[e] - cdr[assoc[e;a]];
    atom[car[e]]-
                            leq[car[e],QUOTE] - cadr[e];
            eq[car[e];COND] - evcon[cdr[e];a];
            T - apply[car[e];evlis[cdr[e];a];a]];
    T - apply[car[e];evlis[cdr[e];a];a]]
```
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